# Git Internals

## Browsing Git

Git also gives you access to a number of lower level tools that can be used to browse the repository, inspect the status and contents of any of the objects, and are generally helpful for inspection and debug­ging.

The git show command is really useful for presenting any of the objects in a very human readable format. Running this command on a file will simply output the contents of the file. Running it on a tree will just give you the filenames of the contents of that tree, but none of its subtrees.

If you call it on a tree-ish that is a commit object, you will get simple information about the commit (the author, message, date, etc) and a diff of what changed between that commit and its parents.

$ git show master^

Instead of the git show command, it’s generally more useful to use the lower level git ls-tree command to view trees, because it gives you the SHA-1s of all the blobs and trees that it points to.

$ git ls-tree master^{tree}

You can also run this command recursively, so you can see all the subtrees as well. This is a great way to get the SHA-1 of any blob anywhere in the tree without having to walk it one node at a time.

$ git ls-tree -r -t master^{tree}

* git ls-tree master^
* git ls-tree –r –t master^ (run it recursively)

The -t makes it also show the SHA-1s of the subtrees themselves, rather than just all the blobs

you may want to extract the contents of individual blobs. The cat-file command is an easy way to do that, and can also serve to let you know what type of object a SHA-1 is, if you don’t know. It is sort of a catch-all command that you can use to inspect objects.

$ git cat-file -t ae850bd698b2b5dfbac

$ git cat-file -p ae850bd698b2b5dfbac

With those basic commands, you should be able to explore and inspect any object in any git repository relatively easily.

There are two major graphical interfaces that come with Git as tools to browse the repository.

gitk

A very popular choice for browsing Git repositories is the Tcl/Tk based browser called gitk. If you want to see a simple visualization of your repository, gitk is a great tool.

One of the most interesting visualizations that I regularly use is gitk—all, which will show all of your branches next to each other

instaweb

If you don’t want to fire up Tk, you can also browse your repository quickly via the git instaweb command. This will basically fire up a web server running the gitweb (http://git.or.cz/gitwiki/Gitweb) CGIscript using lighttpd, apache or webrick. It then tries to automatically fire up your default web browser and points it at the new

## Searching Git

Git has an easy way for searching through trees in your repository whitout having to check them out into your working directory. It is called ‘git-grep’ and works very much like the tradi­tional UNIX ‘grep’ command, with the difference that instead of listing the files you want to search as an argument, you list the trees you want to search

For example, if we wanted to search for the string ‘log\_syslog’ in ver­sions 1.0 and 1.5.3.8 of the Git source code in the C files only, we can find that very easily.

$ git grep -n ‘log\_syslog’ v1.5.3.8 v1.0.0 -- \*.c

$ git grep -c ‘log\_syslog’ v1.5.3.8 v1.0.0 -- \*.c

## Git diff

Git has a great diff utility built in that can give you statistics or a patch file given any combination of tree objects, working directory and index.

If you simply run ‘git diff’ with no arguments, it will show you the dif­ferences between your current working directory and your index, that is, the last time you ran ‘git add’ on your files.

You can also use ‘git diff’ to show you some spiffy stats for a diff, rather than a patch file

$ git diff --numstat a11bef06a3f65..cf25cc3bfb0

$ git diff --stat 0576fac35..

If you want to see what the specific difference is in one of those files, you can just add a path limiter to the diff command.

$ git diff a11bef06a3f65..cf25cc3bfb0 – Rakefile

You can use this command to detect changes between your index and any tree, or your working directory and any tree, your working directory and your index, etc.

The default output of the ‘git diff’ command is a valid patch file.

## Branching

There are two ways we can do this, one is to create the branch and then switch to it:

$ git branch newfunc; git checkout newfunc

The other way is to checkout a branch that doesn’t exist yet and tell git you want to create it by passing the ‘-b’ flag:

$ git checkout -b newfunc

### Undoing a Merge

So you try to git merge old\_branch it and you get conflict after conflict and it is just too much trouble to deal with and you just want to undo it all.

$ git reset --hard HEAD

The —hard makes sure both your index file and working directory are changed to match what it used it be. By default it will only reset your index, leaving the partially merged files in your working directory.

If you happen to have worked through it all and committed, then decided that it was a mistake because all of your tests break or something, you can still go back (and throw away that commit) by running:

$ git reset --hard ORIG\_HEAD

Command to see the differences between the branches

Git diff –stat master newfunc

git merge newfunc

git branch –d newfunc

## Undoing a merge

git reset

By default it will only reset your index, leaving the partially merged files in your directory.

git reset –hard

--hard makes sure both your index file and working directory are changed

## Rebasing

Much like Git provides a nicer way to work with your index before committing with ‘git add—interactive’, there is an interactive rebasing

git rebase master

if there is a conflict, yout have three things you can do here

* fix the file runs git add on it and run git rebase –continue
* run git rebase --abort will reset us to what our repo looks like before tried the rebase
* run git rebase –skip skips this patch , abandoning the change forever

When you clone a repository, it in essence copies all the git objects to a new directory, checks you out a single local branch named the same as the HEAD branch on the cloned repo (normally master) and stores all the other branches under a remote reference by default named ‘origin’

git checkout –track newfunction origin/newfunction

--track indicates that you may want to pull from or push to the origin of this branch later

Bare repository Is a repository without a working directory

# Stashing

Normally I will just use ‘git stash’ to save something, go work elsewhere, then come back and run ‘git stash apply’ to get back to where I was.

You can run ‘git stash’, which will basically take the changes from your last commit to the current state of your working directory and store it temporarily.

$ git status

$ git stash

$ git status

Now I can see that my working directory is clean, as if I had committed, but I did not

I can see my stashes by running git stash list

git stash show stash@{1}

git stash show stash@{0}

git stash show stash@{2}

I can also use any normal git tools that will take a tree on it, for instance, ‘git diff’:

git diff stash@{1}

And finally I can apply it

git stash apply stash@{1}

git stash apply without the actual stash reference it will just apply the last trash you saved on that branch

### Tagging

it is simply an arbitrary string that points to a specific commit. A tag in Git serves is basically a signed branch that never moves.

$ git tag -a v0.1 -m ‘this is my v0.1 tag’

that command will create a git object and will store that in the ‘.git/objects/’ directory and then will create a permanent reference to it in ‘.git/refs/tags/v0.1’ that contains the SHA-1 of that tag

Then you can use that as a reference to that commit at any time in commands like ‘diff’ or ‘archive

#### Lightweight Tags

You can also create a tag that doesn’t actually add a Tag object to the database, but just creates a reference to it in the ‘.git/refs/tags’ directory. If you run the following command:

$ git tag v0.1

Git will create the same file as before, ‘.git/refs/tags/v0.1’, but it will contain the SHA-1 of the current HEAD commit itself, not the SHA-1 of a Tag object pointing to that commit. Unlike object Tags, these can be moved around easily, which is generally undesirable.

Exporting Git

If you want to create a release of your code, or provide some poor non-git user with a snapshot of just a specific tree, you can use the **git-archive** command

You can create the archive in either ‘tar’ or ‘zip’ formats, the default being ‘tar’. You can use the ‘—prefix’ argument to determine what directory, if any, the files are expanded into. To create a gzipped tar­ball, you’ll have to pipe the output through ‘gzip’ first.

$ git-archive --prefix=simplegit/ v0.1 | gzip > simple-git-0.1.tgz

You can also archive parts of your project. This command will create a zip file of just the ‘lib’ directory of the first parent of your master branch that will expand out into the current directory:

$ git-archive --format=zip master^ lib/ > simple-git-lib.zip

The Care and Feeding of Git

garbage collection

The ‘git gc’ command is an important one to remember. It will pack up your objects into the delta-compressed format, saving you a lot of space and seriously speeding up several commands

If you want to check the health of your repository, you can run ‘git-fsck’, which will tell you if you have any unreachable or corrupted objects in your database and help you fix them.

$ git fsck

Which you can then remove with ‘git-prune’ (you can run it with ‘-n’ first to see what it will do)

$ git prune -n

2302a5a4baec369fb631bb89cfe287cc002dc049

When you clone a repository, it in essence copies all the git objects to a new directory, checks you out a single local branch named the same as the HEAD branch on the cloned repo (normally ‘mas­ter’), and stores all the other branches under a remote reference by default named ‘origin’.

### Multiple remotes

In Git, there is really no special repository. You can add as many remote repositories that are related to your codebase in some way as you want. You can add each of your co-workers repositories as read-only repositories.

Pushing to and pulling from multiple sources is easy and straightfor­ward

git remote add mycap https://

git remote add official https://

You can also remove remotes at any time, which simply removes the lines that contain the URL in your .git/config file and the references to their remote branches in .git/refs/[remote\_name] directory. It will not remove any of the git objects, so if you decide to add it again and fetch, very little will be transferred.

You can also view useful information about a remote branch by using the remote show command.

useful information about a remote branch

git remote show origin

## Commands Overview

## Basic Git

|  |  |
| --- | --- |
| git config | Sets configuration values for things like your user name, email, and gpg key, your preferred diff algorithm, file formats to use, proxies, remotes and tons of other stuff. For a full list, see the git-config docs |
| git init | Initializes a git repository – creates the initial ‘.git’ directory in a new or existing project. |
| git clone | Copies a Git repository from another place and adds the original location as a remote you can fetch from again and possibly push to if you have permission. |
| git add | Adds changes in files in your working directory to your index, or staging area |
| git rm | Removes files from your index and your working directory so they will stopped being tracked |
| git commit | Takes all of the changes staged in the index (that have been ‘git add’ed), creates a new commit object pointing to it, and advances the branch to point to that new commit. |
| git status | Shows you the status of files in your index versus your working directory. It will list out files that are untracked (only in your working directory), modified (tracked but not yet updated in your index), and staged (added to your index and ready for committing). |
| git branch | Lists existing branches, including remote branches if ‘-a’ is provided. Creates a new branch if a branch name is provided. Branches can also be created with ‘-b’ option to ‘git checkout’. |
| git checkout | Checks out a different branch – makes your working directory look like the tree of the commit that branch points to and updates your HEAD to point to this branch now, so your next commit will modify it. |
| git merge | Merges one or more branches into your current branch and auto­matically creates a new commit if there are no conflicts. |
| git reset | Resets your index and working directory to the state of your last commit, in the event that something screwed up and you just want to go back. |
| git rebase | An alternative to merge that rewrites your commit history to move commits since you branched off to apply to the current head instead. A bit dangerous as it discards existing commit objects. |
| git stash | Temporarily saves changes that you don’t want to commit immedi­ately for later. Can re-apply the saved changes at any time |
| git tag | Tags a specific commit with a simple, human readable handle that never moves. |
| git fetch | Fetches all the objects that a remote version of your repository has that you do not yet so you can merge them into yours or simply inspect them. |
| git pull | Runs a ‘git fetch’ then a ‘git merge’. |
| git push | Pushes all the objects that you have that a remote version does not yet have to that repository and advances its branches. |
| git remote | Lists all the remote versions of your repository, or can be used to add and delete them. |

## Inspecting Repositories

|  |  |
| --- | --- |
| git log | Shows a listing of commits on a branch or involving a specific file and optionally details about what changed between it and its par­ents. |
| git show | Shows information about a git object, normally used to view commit information. |
| git ls-tree | Shows a tree object, including the mode and name of each node and the SHA-1 value of the blob or tree that it points to. Can also be run recursively to see all subtrees as well. |
| git cat-file | Used to view the type of an object if you only have the SHA-1 value, or used to redirect contents of files or view raw information about any object. |
| git grep | Lets you search through your trees of content for words and phrases without having to actually check them out. |
| git diff | Generates patch files or statistics of differences between paths or files in your git repository, or your index or your working directory. |
| gitk | Graphical Tcl/Tk based interface to a local Git repository |
| git instaweb | Wrapper script to quickly run a web server with an interface into your repository and automatically directs a web browser to it. |

## Extra Tools

|  |  |
| --- | --- |
| git archive | Creates a tar or zip file of the contents of a single tree from your repository. Easiest way to export a snapshot of content from your repository. |
| git gc | Garbage collector for your repository. Packs all your loose objects for space and speed efficiency and optionally removes unreachable objects as well. Should be run occasionally on each of your repos. |
| git fsck | Does an integrity check of the Git “filesystem”, identifying dangling pointers and corrupted objects. |
| git prune | Removes objects that are no longer pointed to by any object in any reachable branch. |

## Extra tools

* git gc: runs the garbage collector for your repository
* git fsck: does an integrity check of the git filesystem
* git prune: Removes objects that are no longer pointed to by any object in any reachable branch